**REGULAR EXPRESSIONS**

* **Introduction**
  + **What Are Regular Expressions?**
    - Regular expressions are a *way to describe* a set of strings based on *common characteristics* shared by each string in the set.
    - They can be used to search, edit, or manipulate *text* and *data*.
    - You must learn a specific syntax to create regular expressions — one that goes beyond the normal syntax of the Java programming language.
    - Regular expressions vary in *complexity*, but once you understand the basics of how they're constructed, you'll be able to decipher (or create) any regular expression.
    - This trail teaches the regular expression syntax supported by the *java.util.regex* API and presents several working examples to illustrate how the various objects interact.
    - In the world of regular expressions, there are many different flavors to choose from, such as grep, Perl, Tcl, Python, PHP, and awk.
    - The regular expression *syntax* in the java.util.regex API is most similar to that found in *Perl*.
  + **How Are Regular Expressions Represented in This Package?**
    - The *java.util.regex* package primarily consists of *three classes*:
      * **Pattern**
        + A Pattern object is a *compiled representation* of a regular expression.
        + The Pattern class provides *no public constructors*.
        + To create a pattern, you must first invoke one of its *public static compile* methods, which will then return a Pattern object.
        + These methods accept a regular expression as the *first argument*
      * **Matcher** 
        + A Matcher object is the engine that *interprets the pattern* and performs *match operations* against an input string.
        + Like the Pattern class, Matcher defines *no public constructors*.
        + You obtain a Matcher object by invoking the *matcher method* on a *Pattern object*.
      * **PatternSyntaxException**
        + A PatternSyntaxException object is an *unchecked exception* that indicates a *syntax error* in a regular expression pattern.
* **Test Harness**
  + This section defines a *reusable* test harness, RegexTestHarness.java, for *exploring* the regular expression constructs supported by this API.
  + The command to run this code is java RegexTestHarness; *no command-line arguments* are accepted.
  + The application loops *repeatedly*, prompting the user for *a regular expression* and *input string*.
  + Using this test harness is *optional*, but you may find it convenient for exploring the test cases discussed in the following pages.

*import java.io.Console;*

*import java.util.regex.Pattern;*

*import java.util.regex.Matcher;*

*public class RegexTestHarness {*

*public static void main(String[] args) {*

*Console console = System.console();*

*if (console == null) {*

*System.err.println("No console.");*

*System.exit(1);*

*}*

*while (true) {*

*Pattern pattern = Pattern.compile(console.readLine("%nEnter your regex: "));*

*Matcher = pattern.matcher (console.readLine("Enter input string to search: "));*

*boolean found = false;*

*while (matcher.find()) {*

*console.format("I found the text" + " \"%s\" starting at " +*

*"index %d and ending at index %d.%n", matcher.group(), matcher.start(), matcher.end());*

*found = true;*

*}*

*if(!found){*

*console.format("No match found.%n");*

*}*

*}*

*}*

*}*

* **String Literals**
  + The most basic form of *pattern matching* supported by this API is the match of a *string literal.*
  + For example, if the *regular expression* is foo and the *input string* is foo, the match will *succeed* because the strings are identical.
  + Try this out with the test harness:

*Enter your regex: foo*

*Enter input string to search: foo*

*I found the text foo starting at index 0 and ending at index 3.*

* + This match was a success.
  + Note that while the input string is 3 characters long, the *start index* is 0 and the *end index* is 3.
  + By convention, ranges are *inclusive* of the beginning index and *exclusive* of the end index, as shown in the following figure:

![The string literal foo, with numbered cells and index values.](data:image/gif;base64,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)

* + Each *character* in the string resides in *its own cell*, with the index positions pointing between each cell.
  + The string "foo" starts at index 0 and ends at index 3, even though the characters themselves only occupy cells 0, 1, and 2.
  + With subsequent matches, you'll notice some *overlap*; the start index for the next match is the *same* as the end index of the previous match:

*Enter your regex: foo*

*Enter input string to search: foofoofoo*

*I found the text foo starting at index 0 and ending at index 3.*

*I found the text foo starting at index 3 and ending at index 6.*

*I found the text foo starting at index 6 and ending at index 9.*

* + **Metacharacters**
    - This API also supports a number of special characters that affect *the way a pattern is matched.*
    - Change the regular expression to *cat.* and the input string to *cats*.
    - The output will appear as follows:

*Enter your regex: cat.*

*Enter input string to search: cats*

*I found the text cats starting at index 0 and ending at index 4.*

* + - The match still succeeds, even though the *dot "."* is not present in the input string.
    - It succeeds because the *dot is a metacharacter* — a character with special meaning interpreted by the matcher.
    - The metacharacter "." means *"any character"* which is why the match succeeds in this example.
    - The metacharacters supported by this API are: *<([{\^-=$!|]})?\*+.*
    - Note: In certain situations the special characters listed above will not be treated as metacharacters.
    - You'll encounter this as you learn more about how regular expressions are *constructed*.
    - You can, however, use this list to check whether or not a specific character will ever be considered a *metacharacter*.
    - For example, the characters *@ and # never carry* a special meaning.
    - There are two ways to force a *metacharacter* to be treated as an *ordinary character*:
      * precede the metacharacter with a *backslash*, or
      * Enclose it within *\Q* (which starts the quote) and *\E* (which ends it).
    - When using this technique, the \Q and \E can be placed at *any location* within the expression, provided that the \Q comes first.
* **Character Classes**
  + If you browse through the *Pattern class specification*, you'll see tables summarizing the supported regular expression constructs.
  + In the "Character Classes" section you'll find the following:

|  |  |
| --- | --- |
| **Construct** | **Description** |
| [abc] | a, b, or c (simple class) |
| [^abc] | Any character except a, b, or c (negation) |
| [a-zA-Z] | a through z, or A through Z, inclusive (range) |
| [a-d[m-p]] | a through d, or m through p: [a-dm-p] (union) |
| [a-z&&[def]] | d, e, or f (intersection) |
| [a-z&&[^bc]] | a through z, except for b and c: [ad-z] (subtraction) |
| [a-z&&[^m-p]] | a through z, and not m through p: [a-lq-z] (subtraction) |

* + The left-hand column specifies the *regular expression constructs*, while the right-hand column describes the *conditions* under which each construct will match.
  + Note: The word "class" in the phrase "character class" does not refer to a .class file.
  + In the context of regular expressions, a *character class* is a set of characters enclosed within square brackets.
  + It specifies the characters that will successfully *match a single character* from a given input string.
  + **Simple Classes**
    - The most basic form of a character class is to simply place a set of characters side-by-side within *square brackets*.
    - For example, the regular expression *[bcr]at* will match the words "bat", "cat", or "rat" because it defines a character class (accepting either "b", "c", or "r") as *its first character*.

*Enter your regex: [bcr]at*

*Enter input string to search: bat*

*I found the text "bat" starting at index 0 and ending at index 3.*

*Enter your regex: [bcr]at*

*Enter input string to search: cat*

*I found the text "cat" starting at index 0 and ending at index 3.*

*Enter your regex: [bcr]at*

*Enter input string to search: rat*

*I found the text "rat" starting at index 0 and ending at index 3.*

*Enter your regex: [bcr]at*

*Enter input string to search: hat*

*No match found.*

* + - In the above examples, the overall match succeeds only when the *first letter matches* one of the characters defined by the character class.
  + **Negation**
    - To match all characters *except those listed*, insert the *"^" metacharacter* at the *beginning* of the character class. This technique is known as *negation*.

*Enter your regex: [^bcr]at*

*Enter input string to search: bat*

*No match found.*

*Enter your regex: [^bcr]at*

*Enter input string to search: cat*

*No match found.*

*Enter your regex: [^bcr]at*

*Enter input string to search: rat*

*No match found.*

*Enter your regex: [^bcr]at*

*Enter input string to search: hat*

*I found the text "hat" starting at index 0 and ending at index 3.*

* + - The match is successful only if the *first character* of the input string *does not contain* any of the characters defined by the character class.
  + **Ranges**
    - Sometimes you'll want to define a character class that includes *a range of values*, such as the letters "a through h" or the numbers "1 through 5".
    - To specify a range, simply insert the *"-" metacharacter* between the first and last character to be matched, such as [1-5] or [a-h].
    - You can also place *different ranges* beside each other within the class to further expand the match possibilities.
    - For example, [a-zA-Z] will match any letter of the alphabet: a to z (lowercase) or A to Z (uppercase).
    - Here are some examples of ranges and negation:

*Enter your regex: [a-c]*

*Enter input string to search: a*

*I found the text "a" starting at index 0 and ending at index 1.*

*Enter your regex: [a-c]*

*Enter input string to search: b*

*I found the text "b" starting at index 0 and ending at index 1.*

*Enter your regex: [a-c]*

*Enter input string to search: c*

*I found the text "c" starting at index 0 and ending at index 1.*

*Enter your regex: [a-c]*

*Enter input string to search: d*

*No match found.*

*Enter your regex: foo[1-5]*

*Enter input string to search: foo1*

*I found the text "foo1" starting at index 0 and ending at index 4.*

*Enter your regex: foo[1-5]*

*Enter input string to search: foo5*

*I found the text "foo5" starting at index 0 and ending at index 4.*

*Enter your regex: foo[1-5]*

*Enter input string to search: foo6*

*No match found.*

*Enter your regex: foo[^1-5]*

*Enter input string to search: foo1*

*No match found.*

*Enter your regex: foo[^1-5]*

*Enter input string to search: foo6*

*I found the text "foo6" starting at index 0 and ending at index 4.*

* + **Unions**
    - You can also use unions to create a single character class *comprised of two or more separate character classes*.
    - To create a union, simply nest one class inside the other, such as [0-4[6-8]].
    - This particular union creates a *single character class* that matches the numbers 0, 1, 2, 3, 4, 6, 7, and 8.

Enter your regex: [0-4[6-8]]

Enter input string to search: 0

I found the text "0" starting at index 0 and ending at index 1.

Enter your regex: [0-4[6-8]]

Enter input string to search: 5

No match found.

Enter your regex: [0-4[6-8]]

Enter input string to search: 6

I found the text "6" starting at index 0 and ending at index 1.

Enter your regex: [0-4[6-8]]

Enter input string to search: 8

I found the text "8" starting at index 0 and ending at index 1.

Enter your regex: [0-4[6-8]]

Enter input string to search: 9

No match found.

* + **Intersections**
    - To create a single character class matching only the characters *common to all of its nested classes*, use &&, as in [0-9&&[345]].
    - This particular intersection creates a single character class matching only the numbers common to both character classes: 3, 4, and 5.

*Enter your regex: [0-9&&[345]]*

*Enter input string to search: 3*

*I found the text "3" starting at index 0 and ending at index 1.*

*Enter your regex: [0-9&&[345]]*

*Enter input string to search: 4*

*I found the text "4" starting at index 0 and ending at index 1.*

*Enter your regex: [0-9&&[345]]*

*Enter input string to search: 5*

*I found the text "5" starting at index 0 and ending at index 1.*

*Enter your regex: [0-9&&[345]]*

*Enter input string to search: 2*

*No match found.*

*Enter your regex: [0-9&&[345]]*

*Enter input string to search: 6*

*No match found.*

*And here's an example that shows the intersection of two ranges:*

*Enter your regex: [2-8&&[4-6]]*

*Enter input string to search: 3*

*No match found.*

*Enter your regex: [2-8&&[4-6]]*

*Enter input string to search: 4*

*I found the text "4" starting at index 0 and ending at index 1.*

*Enter your regex: [2-8&&[4-6]]*

*Enter input string to search: 5*

*I found the text "5" starting at index 0 and ending at index 1.*

*Enter your regex: [2-8&&[4-6]]*

*Enter input string to search: 6*

*I found the text "6" starting at index 0 and ending at index 1.*

*Enter your regex: [2-8&&[4-6]]*

*Enter input string to search: 7*

*No match found.*

* + **Subtraction**
    - Finally, you can use *subtraction* to negate one or more nested character classes, such as [0-9&&[^345]].
    - This example creates a single character class that *matches everything* from 0 to 9, *except the numbers* 3, 4, and 5.

*Enter your regex: [0-9&&[^345]]*

*Enter input string to search: 2*

*I found the text "2" starting at index 0 and ending at index 1.*

*Enter your regex: [0-9&&[^345]]*

*Enter input string to search: 3*

*No match found.*

*Enter your regex: [0-9&&[^345]]*

*Enter input string to search: 4*

*No match found.*

*Enter your regex: [0-9&&[^345]]*

*Enter input string to search: 5*

*No match found.*

*Enter your regex: [0-9&&[^345]]*

*Enter input string to search: 6*

*I found the text "6" starting at index 0 and ending at index 1.*

*Enter your regex: [0-9&&[^345]]*

*Enter input string to search: 9*

*I found the text "9" starting at index 0 and ending at index 1.*

* **Predefined Character Classes**
  + The *Pattern API* contains a number of useful *predefined character classes*, which offer convenient *shorthands* for commonly used regular expressions:

|  |  |
| --- | --- |
| **Construct** | **Description** |
| . | Any character (may or may not match line terminators) |
| \d | A digit: [0-9] |
| \D | A non-digit: [^0-9] |
| \s | A whitespace character: [ \t\n\x0B\f\r] |
| \S | A non-whitespace character: [^\s] |
| \w | A word character: [a-zA-Z\_0-9] |
| \W | A non-word character: [^\w] |

* + In the table above, each construct in the left-hand column is shorthand for the *character class* in the right-hand column.
  + For example, *\d* means a range of *digits (0-9),* and *\w* means a *word character* (any lowercase letter, any uppercase letter, the underscore character, or any digit).
  + Use the *predefined classes* whenever possible. They make your *code easier* to read and eliminate errors introduced by malformed character classes.
  + Constructs beginning with a backslash are called *escaped constructs*.
  + We previewed escaped constructs in the String Literals section where we mentioned the use of *backslash* and *\Q and \E* for quotation.
  + If you are using an escaped construct within a string literal, you must preceed the backslash with another backslash for the string to compile. For example:

*private final String REGEX = "\\d"; // a single digit*

* + In this example *\d* is the regular expression; the extra *backslash* is required for the code to compile.
  + The test harness reads the expressions *directly from the Console*, however, so the extra backslash is *unnecessary*.
  + The following examples demonstrate the use of predefined character classes.

*Enter your regex: .*

*Enter input string to search: @*

*I found the text "@" starting at index 0 and ending at index 1.*

*Enter your regex: .*

*Enter input string to search: 1*

*I found the text "1" starting at index 0 and ending at index 1.*

*Enter your regex: .*

*Enter input string to search: a*

*I found the text "a" starting at index 0 and ending at index 1.*

*Enter your regex: \d*

*Enter input string to search: 1*

*I found the text "1" starting at index 0 and ending at index 1.*

*Enter your regex: \d*

*Enter input string to search: a*

*No match found.*

*Enter your regex: \D*

*Enter input string to search: 1*

*No match found.*

*Enter your regex: \D*

*Enter input string to search: a*

*I found the text "a" starting at index 0 and ending at index 1.*

*Enter your regex: \s*

*Enter input string to search:*

*I found the text " " starting at index 0 and ending at index 1.*

*Enter your regex: \s*

*Enter input string to search: a*

*No match found.*

*Enter your regex: \S*

*Enter input string to search:*

*No match found.*

*Enter your regex: \S*

*Enter input string to search: a*

*I found the text "a" starting at index 0 and ending at index 1.*

*Enter your regex: \w*

*Enter input string to search: a*

*I found the text "a" starting at index 0 and ending at index 1.*

*Enter your regex: \w*

*Enter input string to search: !*

*No match found.*

*Enter your regex: \W*

*Enter input string to search: a*

*No match found.*

*Enter your regex: \W*

*Enter input string to search: !*

*I found the text "!" starting at index 0 and ending at index 1.*

* + In the first three examples, the regular expression is *simply .* (the "dot" metacharacter) that indicates *"any character."*
  + Therefore, the match is successful in all three cases (a randomly selected @ character, a digit, and a letter).
  + The remaining examples each use a single regular expression construct from the *Predefined Character Classes table*.
  + You can refer to this table to figure out the logic behind each match:
    - \d matches all digits
    - \s matches spaces
    - \w matches word characters
  + Alternatively, a capital letter means the opposite:
    - \D matches non-digits
    - \S matches non-spaces
    - \W matches non-word characters
* **Quantifiers**
  + Quantifiers allow you to specify the *number of occurrences* to match against.
  + For convenience, the three sections of the Pattern API specification describing greedy, reluctant, and possessive quantifiers are presented below.
  + At first glance it may appear that the quantifiers *X?, X?? and X?+* do exactly the same thing, since they all promise to match "X, once or not at all".
  + There are subtle implementation differences which will be explained near the end of this section.

|  |  |  |  |
| --- | --- | --- | --- |
| **Greedy** | **Reluctant** | **Possessive** | **Meaning** |
| X? | X?? | X?+ | *X*, once or not at all |
| X\* | X\*? | X\*+ | *X*, zero or more times |
| X+ | X+? | X++ | *X*, one or more times |
| X{n} | X{n}? | X{n}+ | *X*, exactly *n* times |
| X{n,} | X{n,}? | X{n,}+ | *X*, at least *n* times |
| X{n,m} | X{n,m}? | X{n,m}+ | *X*, at least *n* but not more than *m* times |

* + Let's start our look at *greedy quantifiers* by creating three different regular expressions: the letter "a" followed by either ?, \*, or +.
  + Let's see what happens when these expressions are tested against an empty input string "":

*Enter your regex: a?*

*Enter input string to search:*

*I found the text "" starting at index 0 and ending at index 0.*

*Enter your regex: a\**

*Enter input string to search:*

*I found the text "" starting at index 0 and ending at index 0.*

*Enter your regex: a+*

*Enter input string to search:*

*No match found.*

* + **Zero-Length Matches**
    - In the above example, the match is successful in the first two cases because the expressions a? and a\* both allow for zero occurrences of the letter *a*.
    - You'll also notice that the *start* and *end indices* are both zero, which is unlike any of the examples we've seen so far.
    - The empty input string "" has *no length*, so the test simply matches nothing at index 0. Matches of this sort are known as a *zero-length matches*.
    - A zero-length match can occur in several cases: in an empty input string, at the *beginning* of an input string*, after the last character* of an input string, or in *between* any two characters of an input string.
    - Zero-length matches are easily *identifiable* because they always start and end at the *same index position*.
    - Let's explore zero-length matches with a few more examples.
    - Change the input string to a single letter "a" and you'll notice something interesting:

Enter your regex: a?

Enter input string to search: a

I found the text "a" starting at index 0 and ending at index 1.

I found the text "" starting at index 1 and ending at index 1.

Enter your regex: a\*

Enter input string to search: a

I found the text "a" starting at index 0 and ending at index 1.

I found the text "" starting at index 1 and ending at index 1.

Enter your regex: a+

Enter input string to search: a

I found the text "a" starting at index 0 and ending at index 1.

* + - All three quantifiers found the letter "a", but the first two also found a *zero-length match* at index 1; that is, after the last character of the input string.
    - Remember, the matcher sees the character "a" as sitting in the cell between index 0 and index 1, and our test harness loops until it can no longer find a match.
    - Depending on the quantifier used, the presence of "*nothing*" at the index after the last character may or may not trigger a match.
    - Now change the input string to the letter "a" five times in a row and you'll get the following:

*Enter your regex: a?*

*Enter input string to search: aaaaa*

*I found the text "a" starting at index 0 and ending at index 1.*

*I found the text "a" starting at index 1 and ending at index 2.*

*I found the text "a" starting at index 2 and ending at index 3.*

*I found the text "a" starting at index 3 and ending at index 4.*

*I found the text "a" starting at index 4 and ending at index 5.*

*I found the text "" starting at index 5 and ending at index 5.*

*Enter your regex: a\**

*Enter input string to search: aaaaa*

*I found the text "aaaaa" starting at index 0 and ending at index 5.*

*I found the text "" starting at index 5 and ending at index 5.*

*Enter your regex: a+*

*Enter input string to search: aaaaa*

*I found the text "aaaaa" starting at index 0 and ending at index 5.*

* + - The expression a? finds an individual match for each character, since it matches when "a" appears zero or one times.
    - The expression a\* finds two separate matches: all of the letter "a"'s in the first match, then the zero-length match after the last character at index 5.
    - And finally, a+ matches all occurrences of the letter "a", ignoring the presence of "nothing" at the last index.
    - At this point, you might be wondering what the results would be if the first two quantifiers encounter a letter other than "a".
    - For example, what happens if it encounters the letter "b", as in "ababaaaab"?
    - Let's find out:

*Enter your regex: a?*

*Enter input string to search: ababaaaab*

*I found the text "a" starting at index 0 and ending at index 1.*

*I found the text "" starting at index 1 and ending at index 1.*

*I found the text "a" starting at index 2 and ending at index 3.*

*I found the text "" starting at index 3 and ending at index 3.*

*I found the text "a" starting at index 4 and ending at index 5.*

*I found the text "a" starting at index 5 and ending at index 6.*

*I found the text "a" starting at index 6 and ending at index 7.*

*I found the text "a" starting at index 7 and ending at index 8.*

*I found the text "" starting at index 8 and ending at index 8.*

*I found the text "" starting at index 9 and ending at index 9.*

*Enter your regex: a\**

*Enter input string to search: ababaaaab*

*I found the text "a" starting at index 0 and ending at index 1.*

*I found the text "" starting at index 1 and ending at index 1.*

*I found the text "a" starting at index 2 and ending at index 3.*

*I found the text "" starting at index 3 and ending at index 3.*

*I found the text "aaaa" starting at index 4 and ending at index 8.*

*I found the text "" starting at index 8 and ending at index 8.*

*I found the text "" starting at index 9 and ending at index 9.*

*Enter your regex: a+*

*Enter input string to search: ababaaaab*

*I found the text "a" starting at index 0 and ending at index 1.*

*I found the text "a" starting at index 2 and ending at index 3.*

*I found the text "aaaa" starting at index 4 and ending at index 8.*

* + - Even though the letter "b" appears in cells 1, 3, and 8, the output reports a zero-length match at those locations.
    - The regular expression a? is not specifically looking for the letter "b"; it's merely looking for the presence (or lack thereof) of the letter "a".
    - If the quantifier allows for a match of "a" zero times, anything in the input string that's not an "a" will show up as a zero-length match.
    - The remaining a's are matched according to the rules discussed in the previous examples.
    - To match a pattern exactly n number of times, simply specify the number inside a set of braces:

*Enter your regex: a{3}*

*Enter input string to search: aa*

*No match found.*

*Enter your regex: a{3}*

*Enter input string to search: aaa*

*I found the text "aaa" starting at index 0 and ending at index 3.*

*Enter your regex: a{3}*

*Enter input string to search: aaaa*

*I found the text "aaa" starting at index 0 and ending at index 3.*

* + - Here, the regular expression a{3} is searching for three occurrences of the letter "a" in a row.
    - The first test fails because the input string does not have enough a's to match against.
    - The second test contains exactly 3 a's in the input string, which triggers a match.
    - The third test also triggers a match because there are exactly 3 a's at the beginning of the input string.
    - Anything following that is irrelevant to the first match.
    - If the pattern should appear again after that point, it would trigger subsequent matches:

*Enter your regex: a{3}*

*Enter input string to search: aaaaaaaaa*

*I found the text "aaa" starting at index 0 and ending at index 3.*

*I found the text "aaa" starting at index 3 and ending at index 6.*

*I found the text "aaa" starting at index 6 and ending at index 9.*

*To require a pattern to appear at least n times, add a comma after the number:*

*Enter your regex: a{3,}*

*Enter input string to search: aaaaaaaaa*

*I found the text "aaaaaaaaa" starting at index 0 and ending at index 9.*

* + - With the same input string, this test finds only one match, because the 9 a's in a row satisfy the need for "at least" 3 a's.
    - Finally, to specify an upper limit on the number of occurances, add a second number inside the braces:

*Enter your regex: a{3,6} // find at least 3 (but no more than 6) a's in a row*

*Enter input string to search: aaaaaaaaa*

*I found the text "aaaaaa" starting at index 0 and ending at index 6.*

*I found the text "aaa" starting at index 6 and ending at index 9.*

* + - Here the first match is forced to stop at the upper limit of 6 characters.
    - The second match includes whatever is left over, which happens to be three a's — the mimimum number of characters allowed for this match.
    - If the input string were one character shorter, there would not be a second match since only two a's would remain.
  + **Capturing Groups and Character Classes with Quantifiers**
    - Until now, we've only tested *quantifiers* on input strings containing *one character*.
    - In fact, quantifiers can only attach to *one character at a time*, so the regular expression "abc+" would mean "a, followed by b, followed by c one or more times".
    - It would not mean "abc" one or more times.
    - However, quantifiers can also attach to Character Classes and *Capturing Groups*, such as [abc]+ (a or b or c, one or more times) or (abc)+ (the group "abc", one or more times).
    - Let's illustrate by specifying the group (dog), three times in a row.

*Enter your regex: (dog){3}*

*Enter input string to search: dogdogdogdogdogdog*

*I found the text "dogdogdog" starting at index 0 and ending at index 9.*

*I found the text "dogdogdog" starting at index 9 and ending at index 18.*

*Enter your regex: dog{3}*

*Enter input string to search: dogdogdogdogdogdog*

*No match found*.

* + - Here the first example finds three matches, since the *quantifier* applies to the *entire capturing group*.
    - Remove the parentheses, however, and the match fails because the quantifier {3} now applies *only to the letter "g".*
    - Similarly, we can apply a quantifier to an entire character class:

*Enter your regex: [abc]{3}*

*Enter input string to search: abccabaaaccbbbc*

*I found the text "abc" starting at index 0 and ending at index 3.*

*I found the text "cab" starting at index 3 and ending at index 6.*

*I found the text "aaa" starting at index 6 and ending at index 9.*

*I found the text "ccb" starting at index 9 and ending at index 12.*

*I found the text "bbc" starting at index 12 and ending at index 15.*

*Enter your regex: abc{3}*

*Enter input string to search: abccabaaaccbbbc*

*No match found.*

* + - Here the quantifier {3} applies to the *entire character class* in the first example, but *only to the letter "c"* in the second.
  + **Differences Among Greedy, Reluctant, and Possessive Quantifiers**
    - There are *subtle differences* among greedy, reluctant, and possessive quantifiers.
    - Greedy quantifiers are considered "greedy" because they force the matcher to read in, or eat, the entire input string prior to attempting the first match.
    - If the first match attempt (the entire input string) fails, the matcher backs off the input string by one character and tries again, repeating the process until a match is found or there are no more characters left to back off from.
    - Depending on the quantifier used in the expression, the last thing it will try matching against is 1 or 0 characters.
    - The reluctant quantifiers, however, take the opposite approach: They start at the beginning of the input string, then reluctantly eat one character at a time looking for a match.
    - The last thing they try is the entire input string.
    - Finally, the possessive quantifiers always eat the entire input string, trying once (and only once) for a match.
    - Unlike the greedy quantifiers, possessive quantifiers never back off, even if doing so would allow the overall match to succeed.
    - To illustrate, consider the input string xfooxxxxxxfoo.

*Enter your regex: .\*foo // greedy quantifier*

*Enter input string to search: xfooxxxxxxfoo*

*I found the text "xfooxxxxxxfoo" starting at index 0 and ending at index 13.*

*Enter your regex: .\*?foo // reluctant quantifier*

*Enter input string to search: xfooxxxxxxfoo*

*I found the text "xfoo" starting at index 0 and ending at index 4.*

*I found the text "xxxxxxfoo" starting at index 4 and ending at index 13.*

*Enter your regex: .\*+foo // possessive quantifier*

*Enter input string to search: xfooxxxxxxfoo*

*No match found.*

* + - The first example uses the greedy quantifier .\* to find "anything", zero or more times, followed by the letters "f" "o" "o".
    - Because the quantifier is greedy, the .\* portion of the expression first eats the entire input string.
    - At this point, the overall expression cannot succeed, because the last three letters ("f" "o" "o") have already been consumed.
    - So the matcher slowly backs off one letter at a time until the rightmost occurrence of "foo" has been regurgitated, at which point the match succeeds and the search ends.
    - The second example, however, is reluctant, so it starts by first consuming "nothing".
    - Because "foo" doesn't appear at the beginning of the string, it's forced to swallow the first letter (an "x"), which triggers the first match at 0 and 4.
    - Our test harness continues the process until the input string is exhausted. It finds another match at 4 and 13.
    - The third example fails to find a match because the quantifier is possessive.
    - In this case, the entire input string is consumed by .\*+, leaving nothing left over to satisfy the "foo" at the end of the expression.
    - Use a possessive quantifier for situations where you want to seize all of something without ever backing off; it will outperform the equivalent greedy quantifier in cases where the match is not immediately found.
* **Capturing Groups**
  + Capturing groups are a way to treat *multiple characters* as a *single unit*.
  + They are created by placing the characters to be grouped inside a *set of parentheses*.
  + For example, the regular expression *(dog)* creates a *single group* containing the letters "d" "o" and "g".
  + The portion of the input string that matches the capturing group will be *saved in memory* for later recall via *backreferences*.
  + **Numbering**
    - As described in the Pattern API, capturing groups are numbered by counting their *opening parentheses* from left to right.
    - In the expression ((A)(B(C))), for example, there are *four* such groups:
      * ((A)(B(C)))
      * (A)
      * (B(C))
      * (C)
    - To find out how many groups are present in the expression, call the *groupCount* method on a *matcher object*.
    - The groupCount method returns an *int* showing the *number of capturing groups* present in the matcher's pattern.
    - In this example, *groupCount* would return the number 4, showing that the pattern contains 4 capturing groups.
    - There is also *a special group*, group 0, which always represents the *entire expression*.
    - This group is *not included* in the total reported by *groupCount.*
    - It's important to understand how groups are numbered because some Matcher methods accept an int specifying a particular group number as a parameter:
      * *public int start(int group):* Returns the start index of the subsequence captured by the given group during the previous match operation.
      * *public int end (int group):* Returns the index of the last character, plus one, of the subsequence captured by the given group during the previous match operation.
      * *public String group (int group):* Returns the input subsequence captured by the given group during the previous match operation.
  + **Backreferences**
    - The section of the input string *matching the capturing group(s)* is saved in *memory* for later recall via backreference.
    - A backreference is specified in the regular expression as a backslash (\) followed by a digit indicating the number of the group to be recalled.
    - For example, the expression (\d\d) defines one capturing group matching two digits in a row, which can be recalled later in the expression via the backreference \1.
    - To match any 2 digits, followed by the exact same two digits, you would use (\d\d)\1 as the regular expression:

*Enter your regex: (\d\d)\1*

*Enter input string to search: 1212*

*I found the text "1212" starting at index 0 and ending at index 4.*

*If you change the last two digits the match will fail:*

*Enter your regex: (\d\d)\1*

*Enter input string to search: 1234*

*No match found.*

* **Boundary Matchers**
  + Until now, we've only been interested in whether or not a match is found *at some location* within a particular input string.
  + We never cared about *where in the string* the match was taking place.
  + You can make your pattern matches more precise by specifying such information with *boundary matchers*.
  + For example, maybe you're interested in finding a particular word, but only if it appears at the *beginning* or *end* of a line.
  + Or maybe you want to know if the match is taking place on a *word boundary*, or at the *end of the previous match*.
  + The following table lists and explains all the boundary matchers.

|  |  |
| --- | --- |
| **Boundary Construct** | **Description** |
| ^ | The beginning of a line |
| $ | The end of a line |
| \b | A word boundary |
| \B | A non-word boundary |
| \A | The beginning of the input |
| \G | The end of the previous match |
| \Z | The end of the input but for the final terminator, if any |
| \z | The end of the input |

* + The following examples demonstrate the use of boundary matchers ^ and $. As noted above, *^* matches the *beginning* of a line, and *$* matches the *end*.

*Enter your regex: ^dog$*

*Enter input string to search: dog*

*I found the text "dog" starting at index 0 and ending at index 3.*

*Enter your regex: ^dog$*

*Enter input string to search: dog*

*No match found.*

*Enter your regex: \s\*dog$*

*Enter input string to search: dog*

*I found the text " dog" starting at index 0 and ending at index 15.*

*Enter your regex: ^dog\w\**

*Enter input string to search: dogblahblah*

*I found the text "dogblahblah" starting at index 0 and ending at index 11.*

* + The first example is successful because the *pattern occupies* the entire input string.
  + The second example fails because the input string contains *extra whitespace* at the beginning.
  + The third example specifies an expression that allows for *unlimited white space*, followed by "dog" on the end of the line.
  + The fourth example requires "dog" to be present at the beginning of a line followed by an *unlimited* number of *word characters.*
  + To check if a pattern begins and ends on a word boundary (as opposed to a substring within a longer string), just use \b on either side; for example, \bdog\b

*Enter your regex: \bdog\b*

*Enter input string to search: The dog plays in the yard.*

*I found the text "dog" starting at index 4 and ending at index 7.*

*Enter your regex: \bdog\b*

*Enter input string to search: The doggie plays in the yard.*

*No match found.*

*To match the expression on a non-word boundary, use \B instead:*

*Enter your regex: \bdog\B*

*Enter input string to search: The dog plays in the yard.*

*No match found.*

*Enter your regex: \bdog\B*

*Enter input string to search: The doggie plays in the yard.*

*I found the text "dog" starting at index 4 and ending at index 7.*

* + To require the match to occur only at the end of the previous match, use \G:

*Enter your regex: dog*

*Enter input string to search: dog dog*

*I found the text "dog" starting at index 0 and ending at index 3.*

*I found the text "dog" starting at index 4 and ending at index 7.*

*Enter your regex: \Gdog*

*Enter input string to search: dog dog*

*I found the text "dog" starting at index 0 and ending at index 3.*

* + Here the second example finds only one match, because the second occurrence of "dog" does not start at the end of the previous match.
* **Methods of the Pattern Class**
  + Until now, we've only used the test harness to create Pattern objects in their most basic form.
  + This section explores advanced techniques such as creating patterns with flags and using embedded flag expressions.
  + It also explores some additional useful methods that we haven't yet discussed.
  + **Creating a Pattern with Flags**
    - The Pattern class defines an alternate compile method that accepts a set of flags affecting the way the pattern is matched.
    - The flags parameter is a bit mask that may include any of the following public static fields:
      * Pattern.CANON\_EQ Enables canonical equivalence.
      * Pattern.CASE\_INSENSITIVE Enables case-insensitive matching.
      * Pattern.COMMENTS Permits whitespace and comments in the pattern.
      * Pattern.DOTALL Enables dotall mode.
      * Pattern.LITERAL Enables literal parsing of the pattern.
      * Pattern.MULTILINE Enables multiline mode.
      * Pattern.UNICODE\_CASE Enables Unicode-aware case folding.
      * Pattern.UNIX\_LINES Enables Unix lines mode.
    - In the following steps we will modify the test harness, RegexTestHarness.java to create a pattern with case-insensitive matching.
    - First, modify the code to invoke the alternate version of compile:

*Pattern pattern = Pattern.compile(console.readLine("%nEnter your regex: "), Pattern.CASE\_INSENSITIVE);*

* + - Then compile and run the test harness to get the following results:

*Enter your regex: dog*

*Enter input string to search: DoGDOg*

*I found the text "DoG" starting at index 0 and ending at index 3.*

*I found the text "DOg" starting at index 3 and ending at index 6.*

* + - As you can see, the string literal "dog" matches both occurences, regardless of case.
    - To compile a pattern with multiple flags, separate the flags to be included using the bitwise OR operator "|".
    - For clarity, the following code samples hardcode the regular expression instead of reading it from the Console:

*pattern = Pattern.compile("[az]$", Pattern.MULTILINE | Pattern.UNIX\_LINES);*

* + - You could also specify an int variable instead:

*final int flags = Pattern.CASE\_INSENSITIVE | Pattern.UNICODE\_CASE;*

*Pattern pattern = Pattern.compile("aa", flags);*

* + **Embedded Flag Expressions**
    - It's also possible to enable various flags using embedded flag expressions.
    - Embedded flag expressions are an alternative to the two-argument version of compile, and are specified in the regular expression itself.
    - The following example uses the original test harness, RegexTestHarness.java with the embedded flag expression (?i) to enable case-insensitive matching.

*Enter your regex: (?i)foo*

*Enter input string to search: FOOfooFoOfoO*

*I found the text "FOO" starting at index 0 and ending at index 3.*

*I found the text "foo" starting at index 3 and ending at index 6.*

*I found the text "FoO" starting at index 6 and ending at index 9.*

*I found the text "foO" starting at index 9 and ending at index 12.*

* + - Once again, all matches succeed regardless of case.
    - The embedded flag expressions that correspond to Pattern's publicly accessible fields are presented in the following table:

|  |  |
| --- | --- |
| **Constant** | **Equivalent Embedded Flag Expression** |
| Pattern.CANON\_EQ | None |
| Pattern.CASE\_INSENSITIVE | (?i) |
| Pattern.COMMENTS | (?x) |
| Pattern.MULTILINE | (?m) |
| Pattern.DOTALL | (?s) |
| Pattern.LITERAL | None |
| Pattern.UNICODE\_CASE | (?u) |
| Pattern.UNIX\_LINES | (?d) |

* + **Using the matches(String,CharSequence) Method**
    - The Pattern class defines a convenient matches method that allows you to quickly check if a pattern is present in a given input string.
    - As with all public static methods, you should invoke matches by its class name, such as Pattern.matches("\\d","1");.
    - In this example, the method returns true, because the digit "1" matches the regular expression \d.
  + **Using the split(String) Method**
    - The split method is a great tool for gathering the text that lies on either side of the pattern that's been matched.
    - As shown below in SplitDemo.java, the split method could extract the words "one two three four five" from the string "one:two:three:four:five":

*import java.util.regex.Pattern;*

*import java.util.regex.Matcher;*

*public class SplitDemo {*

*private static final String REGEX = ":";*

*private static final String INPUT =*

*"one:two:three:four:five";*

*public static void main(String[] args) {*

*Pattern p = Pattern.compile(REGEX);*

*String[] items = p.split(INPUT);*

*for(String s : items) {*

*System.out.println(s);*

*}*

*}*

*}*

OUTPUT:

*one*

*two*

*three*

*four*

*five*

* + - For simplicity, we've matched a string literal, the colon (:) instead of a complex regular expression.
    - Since we're still using Pattern and Matcher objects, you can use split to get the text that falls on either side of any regular expression.
    - Here's the same example, SplitDemo2.java, modified to split on digits instead:

*import java.util.regex.Pattern;*

*import java.util.regex.Matcher;*

*public class SplitDemo2 {*

*private static final String REGEX = "\\d";*

*private static final String INPUT =*

*"one9two4three7four1five";*

*public static void main(String[] args) {*

*Pattern p = Pattern.compile(REGEX);*

*String[] items = p.split(INPUT);*

*for(String s : items) {*

*System.out.println(s);*

*}*

*}*

*}*

* + - OUTPUT:
      * *one*
      * *two*
      * *three*
      * *four*
      * *five*
  + **Other Utility Methods**
    - You may find the following methods to be of some use as well:
      * public static String quote(String s)
        + Returns a literal pattern String for the specified String.
        + This method produces a String that can be used to create a Pattern that would match String s as if it were a literal pattern.
        + Metacharacters or escape sequences in the input sequence will be given no special meaning.
      * public String toString()
        + Returns the String representation of this pattern. This is the regular expression from which this pattern was compiled.
  + **Pattern Method Equivalents in java.lang.String**
    - Regular expression support also exists in java.lang.String through several methods that mimic the behavior of java.util.regex.Pattern.
    - For convenience, key excerpts from their API are presented below.
      * public boolean matches(String regex):
        + Tells whether or not this string matches the given regular expression.
        + An invocation of this method of the form str.matches(regex) yields exactly the same result as the expression Pattern.matches(regex, str).
      * public String[] split(String regex, int limit):
        + Splits this string around matches of the given regular expression.
        + An invocation of this method of the form str.split(regex, n) yields the same result as the expression Pattern.compile(regex).split(str, n)
      * public String[] split(String regex):
        + Splits this string around matches of the given regular expression.
        + This method works the same as if you invoked the two-argument split method with the given expression and a limit argument of zero.
        + Trailing empty strings are not included in the resulting array.
      * There is also a replace method, that replaces one CharSequence with another:
      * public String replace(CharSequence target,CharSequence replacement):
        + Replaces each substring of this string that matches the literal target sequence with the specified literal replacement sequence.
        + The replacement proceeds from the beginning of the string to the end, for example, replacing "aa" with "b" in the string "aaa" will result in "ba" rather than "ab".
* **Methods of the Matcher Class**
  + This section describes some additional useful methods of the Matcher class.
  + For convenience, the methods listed below are grouped according to functionality.
  + **Index Methods**
    - Index methods provide useful index values that show precisely where the match was found in the input string:
      * public int start(): Returns the start index of the previous match.
      * public int start(int group): Returns the start index of the subsequence captured by the given group during the previous match operation.
      * public int end(): Returns the offset after the last character matched.
      * public int end(int group): Returns the offset after the last character of the subsequence captured by the given group during the previous match operation.
  + **Study Methods**
    - Study methods review the input string and return a boolean indicating whether or not the pattern is found.
      * public boolean lookingAt(): Attempts to match the input sequence, starting at the beginning of the region, against the pattern.
      * public boolean find(): Attempts to find the next subsequence of the input sequence that matches the pattern.
      * public boolean find(int start): Resets this matcher and then attempts to find the next subsequence of the input sequence that matches the pattern, starting at the specified index.
      * public boolean matches(): Attempts to match the entire region against the pattern.
  + **Replacement Methods**
    - Replacement methods are useful methods for replacing text in an input string.
      * public Matcher appendReplacement(StringBuffer sb, String replacement): Implements a non-terminal append-and-replace step.
      * public StringBuffer appendTail(StringBuffer sb): Implements a terminal append-and-replace step.
      * public String replaceAll(String replacement): Replaces every subsequence of the input sequence that matches the pattern with the given replacement string.
      * public String replaceFirst(String replacement): Replaces the first subsequence of the input sequence that matches the pattern with the given replacement string.
      * public static String quoteReplacement(String s): Returns a literal replacement String for the specified String. This method produces a String that will work as a literal replacement s in the appendReplacement method of the Matcher class. The String produced will match the sequence of characters in s treated as a literal sequence. Slashes ('\') and dollar signs ('$') will be given no special meaning.
  + **Using the start and end Methods**
    - Here's an example, MatcherDemo.java, that counts the number of times the word "dog" appears in the input string.

*import java.util.regex.Pattern;*

*import java.util.regex.Matcher;*

*public class MatcherDemo {*

*private static final String REGEX = "\\bdog\\b";*

*private static final String INPUT = "dog dog dog doggie dogg";*

*public static void main(String[] args) {*

*Pattern p = Pattern.compile(REGEX);*

*// get a matcher object*

*Matcher m = p.matcher(INPUT);*

*int count = 0;*

*while(m.find()) {*

*count++;*

*System.out.println("Match number " + count);*

*System.out.println("start(): " + m.start());*

*System.out.println("end(): " + m.end());*

*}*

*}*

*}*

*OUTPUT:*

*Match number 1*

*start(): 0*

*end(): 3*

*Match number 2*

*start(): 4*

*end(): 7*

*Match number 3*

*start(): 8*

*end(): 11*

* + - You can see that this example uses word boundaries to ensure that the letters "d" "o" "g" are not merely a substring in a longer word.
    - It also gives some useful information about where in the input string the match has occurred.
    - The start method returns the start index of the subsequence captured by the given group during the previous match operation, and end returns the index of the last character matched, plus one.
  + **Using the matches and lookingAt Methods**
    - The matches and lookingAt methods both attempt to match an input sequence against a pattern.
    - The difference, however, is that matches requires the entire input sequence to be matched, while lookingAt does not.
    - Both methods always start at the beginning of the input string. Here's the full code, MatchesLooking.java:
      * *import java.util.regex.Pattern;*
      * *import java.util.regex.Matcher;*
      * *public class MatchesLooking {*
      * *private static final String REGEX = "foo";*
      * *private static final String INPUT = "fooooooooooooooooo";*
      * *private static Pattern pattern;*
      * *private static Matcher matcher;*
      * *public static void main(String[] args) {*
      * *// Initialize*
      * *pattern = Pattern.compile(REGEX);*
      * *matcher = pattern.matcher(INPUT);*
      * *System.out.println("Current REGEX is: " + REGEX);*
      * *System.out.println("Current INPUT is: " + INPUT);*
      * *System.out.println("lookingAt(): " + matcher.lookingAt());*
      * *System.out.println("matches(): " + matcher.matches());*
      * *}*
      * *}*
      * *Current REGEX is: foo*
      * *Current INPUT is: fooooooooooooooooo*
      * *lookingAt(): true*
      * *matches(): false*
  + **Using replaceFirst(String) and replaceAll(String)**
    - The replaceFirst and replaceAll methods replace text that matches a given regular expression. As their names indicate, replaceFirst replaces the first occurrence, and replaceAll replaces all occurences. Here's the ReplaceDemo.java code:

import java.util.regex.Pattern;

import java.util.regex.Matcher;

public class ReplaceDemo {

private static String REGEX = "dog";

private static String INPUT =

"The dog says meow. All dogs say meow.";

private static String REPLACE = "cat";

public static void main(String[] args) {

Pattern p = Pattern.compile(REGEX);

// get a matcher object

Matcher m = p.matcher(INPUT);

INPUT = m.replaceAll(REPLACE);

System.out.println(INPUT);

}

}

* + - OUTPUT: The cat says meow. All cats say meow.
    - In this first version, all occurrences of dog are replaced with cat. But why stop here? Rather than replace a simple literal like dog, you can replace text that matches any regular expression. The API for this method states that "given the regular expression a\*b, the input aabfooaabfooabfoob, and the replacement string -, an invocation of this method on a matcher for that expression would yield the string -foo-foo-foo-."
    - Here's the ReplaceDemo2.java code:

*import java.util.regex.Pattern;*

*import java.util.regex.Matcher;*

*public class ReplaceDemo2 {*

*private static String REGEX = "a\*b";*

*private static String INPUT =*

*"aabfooaabfooabfoob";*

*private static String REPLACE = "-";*

*public static void main(String[] args) {*

*Pattern p = Pattern.compile(REGEX);*

*// get a matcher object*

*Matcher m = p.matcher(INPUT);*

*INPUT = m.replaceAll(REPLACE);*

*System.out.println(INPUT);*

*}*

*}*

*OUTPUT: -foo-foo-foo-*

* + - To replace only the first occurrence of the pattern, simply call replaceFirst instead of replaceAll. It accepts the same parameter.
  + **Using appendReplacement(StringBuffer,String) and appendTail(StringBuffer)**
    - The Matcher class also provides appendReplacement and appendTail methods for text replacement.
    - The following example, RegexDemo.java, uses these two methods to achieve the same effect as replaceAll.

*import java.util.regex.Pattern;*

*import java.util.regex.Matcher;*

*public class RegexDemo {*

*private static String REGEX = "a\*b";*

*private static String INPUT = "aabfooaabfooabfoob";*

*private static String REPLACE = "-";*

*public static void main(String[] args) {*

*Pattern p = Pattern.compile(REGEX);*

*Matcher m = p.matcher(INPUT); // get a matcher object*

*StringBuffer sb = new StringBuffer();*

*while(m.find()){*

*m.appendReplacement(sb,REPLACE);*

*}*

*m.appendTail(sb);*

*System.out.println(sb.toString());*

*}*

*}*

*OUTPUT: -foo-foo-foo-*

* + **Matcher Method Equivalents in java.lang.String**
    - For convenience, the String class mimics a couple of Matcher methods as well:
    - public String replaceFirst(String regex, String replacement):
      * Replaces the first substring of this string that matches the given regular expression with the given replacement.
      * An invocation of this method of the form str.replaceFirst(regex, repl) yields exactly the same result as the expression Pattern.compile(regex).matcher(str).replaceFirst(repl)
    - public String replaceAll(String regex, String replacement):
      * Replaces each substring of this string that matches the given regular expression with the given replacement.
      * An invocation of this method of the form str.replaceAll(regex, repl) yields exactly the same result as the expression Pattern.compile(regex).matcher(str).replaceAll(repl)
* **Methods of the PatternSyntaxException Class**
  + A PatternSyntaxException is an unchecked exception that indicates a syntax error in a regular expression pattern.
  + The PatternSyntaxException class provides the following methods to help you determine what went wrong:
    - public String getDescription(): Retrieves the description of the error.
    - public int getIndex(): Retrieves the error index.
    - public String getPattern(): Retrieves the erroneous regular expression pattern.
    - public String getMessage(): Returns a multi-line string containing the description of the syntax error and its index, the erroneous regular-expression pattern, and a visual indication of the error index within the pattern.
  + The following source code, RegexTestHarness2.java, updates our test harness to check for malformed regular expressions:

*import java.io.Console;*

*import java.util.regex.Pattern;*

*import java.util.regex.Matcher;*

*import java.util.regex.PatternSyntaxException;*

*public class RegexTestHarness2 {*

*public static void main(String[] args){*

*Pattern pattern = null;*

*Matcher matcher = null;*

*Console console = System.console();*

*if (console == null) {*

*System.err.println("No console.");*

*System.exit(1);*

*}*

*while (true) {*

*try{*

*pattern =*

*Pattern.compile(console.readLine("%nEnter your regex: "));*

*matcher =*

*pattern.matcher(console.readLine("Enter input string to search: "));*

*}*

*catch(PatternSyntaxException pse){*

*console.format("There is a problem" +*

*" with the regular expression!%n");*

*console.format("The pattern in question is: %s%n",*

*pse.getPattern());*

*console.format("The description is: %s%n",*

*pse.getDescription());*

*console.format("The message is: %s%n",*

*pse.getMessage());*

*console.format("The index is: %s%n",*

*pse.getIndex());*

*System.exit(0);*

*}*

*boolean found = false;*

*while (matcher.find()) {*

*console.format("I found the text" +*

*" \"%s\" starting at " +*

*"index %d and ending at index %d.%n",*

*matcher.group(),*

*matcher.start(),*

*matcher.end());*

*found = true;*

*}*

*if(!found){*

*console.format("No match found.%n");*

*}*

*}*

*}*

*}*

* + To run this test, enter ?i)foo as the regular expression. This mistake is a common scenario in which the programmer has forgotten the opening parenthesis in the embedded flag expression (?i). Doing so will produce the following results:

*Enter your regex: ?i)*

*There is a problem with the regular expression!*

*The pattern in question is: ?i)*

*The description is: Dangling meta character '?'*

*The message is: Dangling meta character '?' near index 0*

*?i)*

*^*

*The index is: 0*

* + From this output, we can see that the syntax error is a dangling metacharacter (the question mark) at index 0. A missing opening parenthes